**CHAPTER -8**

**Pointers**

**Introduction**

A pointer is a variable that stores the address of another variable. Memory can be visualized as an ordered sequence of consecutively numbered storage locations. A data item stored in memory in one or more adjacent storage locations depends upon its type. That is the number of memory locations required depends upon the type of a variable. The address of a data item is the address of its first storage location. This address can be stored in another data item and manipulated in a program. The address of a data item is a pointer to the data item, and a variable that holds the address is called a pointer variable. Some uses of pointers are:

1. Accessing array elements.
2. Returning more than one value from a function.
3. Accessing dynamically allocated memory.
4. Implementing data structures like linked lists, trees, and graphs.

### Address (&) Operator and indirection (\*) operator

C provides an address operator ‘&’, which returns the address of a variable when placed before it. This operator can be read as “the address of”, so &age means address of age, similarly &sal means address of sal. The following program prints the address of variables using address operator. We can access a variable indirectly using pointers. For this we will use the indirection operator (\*). By placing the indirection operator before a pointer variable, we can access the variable whose address is stored in the pointer.

&: Address of

\* : value at address of

Program to understand & and \* operator.

#include<stdio.h>

#include<conio.h>

void main()

{

int age=25,\*page;

float sal=50000,\*psal;

page=&age;

psal=&sal;

printf("\nAddress of age=%u and value of age=%d",page,\*page);

printf("\nAddress of sal=%u and value of sal=%f",psal,\*psal);

getch();

}

**Declaration of pointer**

Like all other variables it also has a name, has to be declared and occupies some space in memory. It is called pointer because it points to a particular location in memory by storing the address of that location.

Syntax:

datatype \*identifier

eg:

int age; //declaring a normal variable

int \*ptr; //declaring a pointer variable

ptr=&age; //store the address of the variable age in the variable ptr.

* Now ptr points to age or ptr is a pointer to age.
* We’ve created a pointer ptr which becomes a variable that contains the address of another variable age.
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**Pointer arithmetic**

All types of arithmetic operations are not possible with pointers. The only valid operations that can be performed are as:

1. Addition of an integer to a pointer and increment operation.
2. Subtraction of an integer from a pointer and decrement operation.
3. Subtraction of a pointer from another pointer of same type.

Pointer arithmetic is somewhat different from ordinary arithmetic. Here all arithmetic is performed relative to the size of base type of pointer. For example if we have an integer pointer pi which contains address 1000 then on incrementing we get 1002 instead of 1001. This is because the size of int data type is 2. Similarly on decrementing pi, we will get 998 instead of 999. The expression (pi + 3) will represent the address 1006.

**Program to understand pointer arithmetic**

#include<stdio.h>

#include<conio.h>

void main()

{

int a=5,\*pi;

float b=7.3,\*pf;

char c='x',\*pc;

clrscr();

pi=&a;

pf=&b;

pc=&c;

printf("\n Address of a=%u ",pi);

printf("\n Address of b=%u ",pf);

printf("\n Address of c=%u ",pc);

pi++;

pf++;

pc++;

printf("\n\n Address of a=%u ",pi);

printf("\n Address of b=%u ",pf);

printf("\n Address of c=%u ",pc);

getch();

}

Output
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The arithmetic operations that can never be performed on pointers are:

1. Addition, multiplication, division of two pointers.
2. Multiplication between pointer and any number.
3. Division of a pointer by any number.
4. Addition of float or double values to pointers.

**pointer to pointer (double indirection)**

Pointer variable itself might be another pointer so pointer which contains another pointer’s address is called pointers to pointers or multiple indirections.

Syntax

datatype \*\*identifier;

Eg:

int \*\*pptr;

Program to understand pointer to pointer

#include<stdio.h>

#include<conio.h>

void main()

{

int a=5,\*pa,\*\*ppa;

clrscr();

pa=&a;

ppa=&pa;

printf("\nValue of a=%d",\*pa);

printf("\nValue of a=%d",\*\*ppa);

getch();

}
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Output
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**Array and Pointer**

In C, there is a strong relationship between arrays and pointers. Any operations that can be achieved by array subscripting can also be done with pointers. The pointer version will, in general, be faster but for the beginners somewhat harder to understand.

An array name is itself is an address, or pointer value, so any operation that can be achieved by array subscripting can also be done with pointers as well. Pointers and arrays are almost synonymous in terms of how they are used to access memory, but there are some important differences between them. A pointer which is fixed. An array name is a constant pointer to the first element of the array. The relation of pointer and array is presented in the following tables:

|  |  |
| --- | --- |
| **Address of array elements** | |
| Address of array elements | Equivalent pointer notation |
| &arr[0] | arr |
| &arr[1] | (arr+1) |
| &arr[i] | (arr+i) |

|  |  |
| --- | --- |
| **Value of array elements** | |
| Value of array elements | Equivalent pointer notation |
| arr[0] | \*arr |
| arr[1] | \*(arr+1) |
| arr[i] | \*(arr+i) |
| arr[i][j] | \*(\*(arr+i)+j) |

**Pointer and one dimensional array**

The elements of an array are stored in contiguous memory locations. Suppose we have an array arr[5] of type int.

int arr[5]={6,9,12,4,8};

This is stored in memory as-

arr[0]

arr[1]

arr[2]

arr[3]

arr[4]

6

9

12

4

8

5000

5002

5004

5006

5008

Here 5000 is the address of first element, and since each element (type int) takes 2 bytes so address of next element is 5002, and so on. The address of first element of the array is also known as the base address of the array.

Program to print the value of array element using pointer.

#include<stdio.h>

#include<conio.h>

void main()

{

int arr[100],i,n;

clrscr();

printf("How many elements are there: ");

scanf("%d",&n);

for(i=0;i<n;i++)

{

printf("\n Enter element: ");

scanf("%d",(arr+i));

}

printf("\n Printing array element:");

for(i=0;i<n;i++)

{

printf("\n %d",\*(arr+i));

}

getch();

}

**Output**
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Examples

1. Write a program to sort ‘n’ numbers in ascending order using pointer.

#include<stdio.h>

#include<conio.h>

void main()

{

int arr[100],n,i,j,temp;

clrscr();

printf("How many elements are there?: ");

scanf("%d",&n);

for(i=0;i<n;i++)

{

printf("\n Enter elements :");

scanf("%d",(arr+i));

}

for(i=0;i<n-1;i++)

{

for(j=i+1;j<n;j++)

{

if(\*(arr+i)>\*(arr+j))

{

temp=\*(arr+i);

\*(arr+i)=\*(arr+j);

\*(arr+j)=temp;

}

}

}

printf("\n Printing sorted elements:");

for(i=0;i<n;i++)

{

printf("\n %d",\*(arr+i));

}

getch();

}

**output**
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1. Write a program to find sum of all the elements of an array using pointers.

#include<stdio.h>

#include<conio.h>

void main()

{

int arr[100],n,i,sum=0;

clrscr();

printf("How many elements are there? ");

scanf("%d",&n);

for(i=0;i<n;i++)

{

printf("\n Enter elements of array: ");

scanf("%d",(arr+i));

}

for(i=0;i<n;i++)

{

sum=sum + \*(arr+i);

}

printf("\nSum of all elements of array =%d",sum);

getch();

}

**output**
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1. Write a program to search an element from ‘n’ number of elements using pointer.

#include<stdio.h>

#include<conio.h>

void main()

{

int arr[100],n,i,search;

clrscr();

printf("How many elements are there? ");

scanf("%d",&n);

for(i=0;i<n;i++)

{

printf("\n Enter elements :");

scanf("%d",(arr+i));

}

printf("\n Enter an element to be searched: ");

scanf("%d",&search);

for(i=0;i<n;i++)

{

if(search==\*(arr+i))

{

printf("\n %d is found in %d position",search,i+1);

break;

}

}

if(i==n)

printf("\n %d is not found",search);

getch();

}

**Output**

![](data:image/png;base64,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)

**Pointer with two dimensional arrays**

In a two dimensional array we can access each element by using two subscripts, where first subscript represents row number and second subscript represents the column number. The elements of 2-D array can be accessed with the help of pointer notation. Suppose arr is a 2-D array, then we can access any element arr[i][j] of this array using the pointer expression \*(\*(arr+i)+j).

Example

1. Write a program to read any 2 by 3 matrix and display its element in appropriate format.

#include<stdio.h>

#include<conio.h>

void main()

{

int arr[2][3],i,j;

clrscr();

for(i=0;i<2;i++)

{

for(j=0;j<3;j++)

{

printf("\n Enter elements of matrix: ");

scanf("%d",&arr[i][j]);

}

}

for(i=0;i<2;i++)

{

for(j=0;j<3;j++)

{

printf("%d\t",\*(\*(arr+i)+j));

}

printf("\n");

}

getch();

}

**Output**
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**Pointer and strings**

We can take a char pointer and initialize it with a string constant. For example:

char \*ptr=”Programming”;

Here ptr is a char pointer which points to the first character of the string constant “Programming” ie. ptr contains the base address of this string constant.

Now let’s compare the strings defined as arrays and strings defined as pointers.

char str[]=”Chitwan”;

char \*ptr=”Nawalparasi”;

These two forms may look similar but there are some differences in them. The initialization itself has different meaning in both forms. In array form, initialization is a short form for-

char str[]={‘C’,’h’,’i’,’t’,’w’,’a’,’n’,’\0’}

while in pointer form, address of string constant is assigned to the pointer variable.

Now let us see how they are represented in memory.
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Here string assignments are valid for pointers while they are invalid for strings defined as arrays.

str = “Narayangarh” //invalid

ptr = ”Butwal” //valid

**Array of pointers with string**

Array of pointers to strings is an array of char pointers in which each pointer points to the first character of a string i.e. each element of this array contains the base address of a string.

char \*arrp[]={“white”,”red”,”green”,”yellow”,”blue”};

Here arrp is an array of pointers to string. We have not specified the size of array, so the size is determined by the number of initializers. The initializers are string constant. arrp[0] contains the base address of string “white” similarly arrp[1] contains the base address of string “red”.
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String: white Address of string : 100 Address of string is stored at : 2000

String: red Address of string : 106 Address of string is stored at : 2002

String: green Address of string : 110 Address of string is stored at : 2004

String: yellow Address of string : 116 Address of string is stored at : 2006

String: blue Address of string : 123 Address of string is stored at : 2008

**Pointers as Function Arguments**

Just like any other argument, pointers can also be passed to a function as an argument. Lets take an example to understand how this is done.

Example: Passing Pointer to a Function in C Programming

In this example, we are passing a pointer to a function. When we pass a pointer as an argument instead of a variable then the address of the variable is passed instead of the value. So any change made by the function using the pointer is permanently made at the address of passed variable. This technique is known as call by reference in C.

Try this same program without pointer, you would find that the bonus amount will not reflect in the salary, this is because the change made by the function would be done to the local variables of the function. When we use pointers, the value is changed at the address of variable

#include <stdio.h>

void salaryhike(int \*var, int b)

{

\*var = \*var+b;

}

int main()

{

int salary=0, bonus=0;

printf("Enter the employee current salary:");

scanf("%d", &salary);

printf("Enter bonus:");

scanf("%d", &bonus);

salaryhike(&salary, bonus);

printf("Final salary: %d", salary);

return 0;

}

**Output**

Enter the employee current salary:10000

Enter bonus:2000

Final salary: 12000

Example 2: Swapping two numbers using Pointers

This is one of the most popular example that shows how to swap numbers using call by reference.

Try this program without pointers, you would see that the numbers are not swapped. The reason is same that we have seen above in the first example.

#include <stdio.h>

void swapnum(int \*num1, int \*num2)

{

int tempnum;

tempnum = \*num1;

\*num1 = \*num2;

\*num2 = tempnum;

}

int main( )

{

int v1 = 11, v2 = 77 ;

printf("Before swapping:");

printf("\nValue of v1 is: %d", v1);

printf("\nValue of v2 is: %d", v2);

/\*calling swap function\*/

swapnum( &v1, &v2 );

printf("\nAfter swapping:");

printf("\nValue of v1 is: %d", v1);

printf("\nValue of v2 is: %d", v2);

}

**Output**

Before swapping:

Value of v1 is: 11

Value of v2 is: 77

After swapping:

Value of v1 is: 77

Value of v2 is: 11

**Function returning pointers**

C also allows to return a pointer from a function. To do so, you would have to declare a function returning a pointer as in the following example −

int \* myFunction()

{

.

.

.

}

Second point to remember is that, it is not a good idea to return the address of a local variable outside the function, so you would have to define the local variable as **static** variable.

Now, consider the following function which will generate 10 random numbers and return them using an array name which represents a pointer, i.e., address of first array element.

[Live Demo](http://tpcg.io/cWvLL4)

#include <stdio.h>

#include <time.h>

/\* function to generate and return random numbers. \*/

int \* getRandom( ) {

static int r[10];

int i;

/\* set the seed \*/

srand( (unsigned)time( NULL ) );

for ( i = 0; i < 10; ++i) {

r[i] = rand();

printf("%d\n", r[i] );

}

return r;

}

/\* main function to call above defined function \*/

int main () {

/\* a pointer to an int \*/

int \*p;

int i;

p = getRandom();

for ( i = 0; i < 10; i++ ) {

printf("\*(p + [%d]) : %d\n", i, \*(p + i) );

}

return 0;

}

When the above code is compiled together and executed, it produces the following result −

1523198053

1187214107

1108300978

430494959

1421301276

930971084

123250484

106932140

1604461820

149169022

\*(p + [0]) : 1523198053

\*(p + [1]) : 1187214107

\*(p + [2]) : 1108300978

\*(p + [3]) : 430494959

\*(p + [4]) : 1421301276

\*(p + [5]) : 930971084

\*(p + [6]) : 123250484

\*(p + [7]) : 106932140

\*(p + [8]) : 1604461820

\*(p + [9]) : 149169022

# Pointer to a Structure

We have already learned that a pointer is a variable which points to the address of another variable of any data type like int, char, float etc. Similarly, we can have a pointer to structures, where a pointer variable can point to the address of a structure variable. Here is how we can declare a pointer to a structure variable.

struct dog

{

char name[10];

char breed[10];

int age;

char color[10];

};

struct dog spike;

// declaring a pointer to a structure of type struct dog

struct dog \*ptr\_dog

This declares a pointer ptr\_dog that can store the address of the variable of type struct dog. We can now assign the address of variable spike to ptr\_dog using & operator.

ptr\_dog = &spike;

Now ptr\_dog points to the structure variable spike.

**Accessing members using Pointer**

There are two ways of accessing members of structure using pointer:

Using indirection (\*) operator and dot(.) operator.  
1 .Using arrow (->) operator or membership operator.

Let's start with the first one.

Using Indirection (\*) Operator and Dot(.) Operator

At this point ptr\_dog points to the structure variable spike, so by dereferencing it we will get the contents of the spike. This means spike and \*ptr\_dog are functionally equivalent. To access a member of structure write \*ptr\_dog followed by a dot(.) operator, followed by the name of the member. For example:

(\*ptr\_dog).name - refers to the name of dog  
(\*ptr\_dog).breed - refers to the breed of dog

and so on.

Parentheses around \*ptr\_dog are necessary because the precedence of dot(.) operator is greater than that of indirection (\*) operator.

Using arrow operator (->)

The above method of accessing members of the structure using pointers is slightly confusing and less readable, that's why C provides another way to access members using the arrow (->) operator. To access members using arrow (->) operator write pointer variable followed by -> operator, followed by name of the member.

ptr\_dog->name - refers to the name of dog

ptr\_dog->breed - refers to the breed of dog

and so on.

Here we don't need parentheses, asterisk(\*) and dot(.) operator. This method is much more readable and intuitive.

We can also modify the value of members using pointer notation.

strcpy(ptr\_dog->name, "new\_name");

Here we know that the name of the array (ptr\_dog->name) is a constant pointer and points to the 0th element of the array. So we can't assign a new string to it using assignment operator(=), that's why strcpy() function is used.

--ptr\_dog->age;

In the above expression precedence of arrow operator (->) is greater than that of prefix decrement operator (--), so first -> operator is applied in the expression then its value is decremented by 1.

The following program demonstrates how we can use a pointer to structure.

#include<stdio.h>

struct dog

{

char name[10];

char breed[10];

int age;

char color[10];

};

int main()

{

struct dog my\_dog = {"tyke", "Bulldog", 5, "white"};

struct dog \*ptr\_dog;

ptr\_dog = &my\_dog;

printf("Dog's name: %s\n", ptr\_dog->name);

printf("Dog's breed: %s\n", ptr\_dog->breed);

printf("Dog's age: %d\n", ptr\_dog->age);

printf("Dog's color: %s\n", ptr\_dog->color);

// changing the name of dog from tyke to jack

strcpy(ptr\_dog->name, "jack");

// increasing age of dog by 1 year

ptr\_dog->age++;

printf("Dog's new name is: %s\n", ptr\_dog->name);

printf("Dog's age is: %d\n", ptr\_dog->age);

// signal to operating system program ran fine

return 0;

}

**Expected Output:**

Dog's name: tyke

Dog's breed: Bulldog

Dog's age: 5

Dog's color: white

After changes

Dog's new name is: jack

Dog's age is: 6

**Dynamic memory allocation**

Dynamic memory allocation is necessary to manage available memory. For example, during compile time, we may not know the exact memory needs to run the program. So for the most part, memory allocation decisions are made during the run time. C also does not have automatic garbage collection like Java does. Therefore a C programmer must manage all dynamic memory used during the program execution. The <stdlib.h> provides four functions that can be used to manage dynamic memory. calloc, malloc, free, realloc - Allocate and free dynamic memory.

The memory allocation that we have done till now was static memory allocation. The memory that could be used by the program was fixed i.e. we could not increase or decrease the size of memory during the execution of program. In many applications it is not possible to predict how much memory would be needed by the program at run time. For example if we declare an array of integers.

int emp[100];

In an array, it is must to specify the size of array while declaring, so the size of this array will be fixed during runtime. Now two types of problems may occur.

1. The number of values to be stored is less than the size of array then there will be the wastage of memory.
2. If we want to store more values than the size of array then we can’t.

To overcome these problems we should be able to allocate memory at run time. The process of allocating memory at the time of execution is called dynamic memory allocation. The allocation and release of this memory space can be done with the help of some built-in-functions whose prototypes are found in alloc.h and stdlib.h header files.

Pointers play an important role in dynamic memory allocation because we can access the dynamically allocated memory only through pointers.

1. malloc ( )

This function is used to allocate memory dynamically. The malloc function allocates a memory block of size n bytes (size\_t is equivalent to an unsigned integer) The malloc function returns a pointer (void\*) to the block of memory. That void\* pointer can be used for any pointer type. malloc allocates a contiguous block of memory. If enough contiguous memory is not available, then malloc returns NULL.

syntax:

pointer\_variable=(datatype\*) malloc(specified\_size);

Here pointer\_variable is a pointer of type datatype, and specified\_size is the size in bytes required to be reserved in memory.

Example: if we need an array of n ints, then we can do

int\* A = malloc(n\*sizeof(int));

A holds the address of the first element of this block of 4n bytes, and A can be used as an array.

For example,

if (A != NULL)

for (i=0;i<n;i++)

A[i] = 0;

will initialize all elements in the array to 0. We note that A[i] is the content at address (A+i). Therefore we can also write

for (i=0;i<n;i++)

\*(A+i) = 0;

Recall that A points to the first byte in the block and A+i points to the address of the ith element in the list. That is &A[i]. We can also see the operator [] is equivalent to doing pointer arithmetic to obtain the content of the address.

A dynamically allocated memory can be freed using free function. For example

free(A);

will cause the program to give back the block to the heap (or free memory). The argument to free is any address that was returned by a prior call to malloc. If free is applied to a location that has been freed before, a double free memory error may occur. We note that malloc returns a block of void\* and therefore can be assigned to any type.

double\* A = (double\*)malloc(n);

int\* B = (int\*)malloc(n);

char\* C = (char\*)malloc(n);

In each case however, the addresses A+i, B+i, C+i are calculated differently.

• A + i is calculated by adding 8i bytes to the address of A (assuming sizeof(double) = 8)

• B + i is calculated by adding 4i bytes to the address of B

• C + i is calculated by adding i bytes to the address of C

1. calloc ( )

The calloc ( ) function is used to allocate multiple blocks of memory. It is somewhat similar to malloc ( ) function except for two differences. The first one is that it takes two arguments. The first argument specifies the number of blocks and the second one specifies the size of each block. For example:

ptr= (int \*) calloc (5, sizeof(int));

The other difference between calloc( ) and malloc( ) is that the memory allocated by malloc( ) contains garbage value while the memory allocated by calloc( ) is initialized to zero.

1. realloc( )

The function realloc( ) is used to change the size of the memory block. It alters the size of the memory block without losing the old data. This is known as reallocation of memory.

This function takes two arguments, first is a pointer to the block of memory that was previously allocated by malloc( ) or calloc( ) and second one is the new size for that block. For example

ptr=(int\*) realloc(ptr,newsize);

1. Program to understand dynamic allocation of memory.

#include<stdio.h>

#include<conio.h>

#include<alloc.h>

void main()

{

int \*ptr,n,i;

clrscr();

printf("How many numbers do you want to entered: ");

scanf("%d",&n);

ptr=(int \*)malloc(n\*sizeof(int));

for(i=0;i<n;i++)

{

printf("\n Enter number: ");

scanf("%d",ptr+i);

}

printf("\nDisplaying elements: ");

for(i=0;i<n;i++)

{

printf("\n%d",\*(ptr+i));

}

getch();

}

**Output**
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1. Write a program to sort ‘n’ numbers in ascending order using dynamic memory.

#include<stdio.h>

#include<conio.h>

#include<alloc.h>

void main()

{

int \*ptr,n,i,j,temp;

clrscr();

printf("How many numbers do you want to entered: ");

scanf("%d",&n);

ptr=(int \*)malloc(n\*sizeof(int));

for(i=0;i<n;i++)

{

printf("\n Enter number: ");

scanf("%d",ptr+i);

}

for(i=0;i<n-1;i++)

{

for(j=i+1;j<n;j++)

{

if(\*(ptr+i)>\*(ptr+j))

{

temp=\*(ptr+i);

\*(ptr+i)=\*(ptr+j);

\*(ptr+j)=temp;

}

}

}

printf("\nDisplaying sorted elements: ");

for(i=0;i<n;i++)

{

printf("\n%d",\*(ptr+i));

}

getch();

}

**Output**
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